**Теория**

В примере ниже показан код для объявления двумерного массива из пяти строк и трех столбцов (5 х 3).

* Объявление массива:

|  |
| --- |
| **int**[,] arr = new **int**[5, 3]; |

* Инициализация массива значениями:

|  |
| --- |
| *// 1. Инициализация массива при объявлении:*  **int**[,] arr1 = new **int**[,] { { 1, 2 }, { 3, 4 }, { 5, 6 }, { 7, 8 } };  *// Тот же массив с заданными размерами:*  **int**[,] arr1 = new **int**[4, 2] { { 1, 2 }, { 3, 4 }, { 5, 6 }, { 7, 8 } };    *// 2. Инициализация массива без указания размерности:*  **int**[,] arr2 = { { 1, 2 }, { 3, 4 }, { 5, 6 }, { 7, 8 } };    *// 3. Инициализация массива после его объявления:*  **int**[,] arr;  arr = new **int**[,] { { 1, 2 }, { 3, 4 }, { 5, 6 }, { 7, 8 } };    *// Присваивание значения конкретному элементу массива:*  arr[2, 1] = 25; |

* Доступ к элементам массива:

|  |
| --- |
| **int**[,] arr1 = new **int**[,] { { 1, 2 }, { 3, 4 }, { 5, 6 }, { 7, 8 } };  System.Console.WriteLine(arr1[0, 0]); *//1*  System.Console.WriteLine(arr1[0, 1]); *//2*  System.Console.WriteLine(arr1[1, 0]); *//3*  System.Console.WriteLine(arr1[1, 1]); *//4*  System.Console.WriteLine(arr1[3, 0]); *//7* |

* Получение значения определенного элемента массива и присвоение его переменной:

|  |
| --- |
| **int** elementValue = arr1[2, 1]; |

* Получение общего количества элементов (или размерности массива):

|  |
| --- |
| **int**[,] arr = new **int**[,] { { 1, 2 }, { 3, 4 }, { 5, 6 }, { 7, 8 } };  **var** arrayLength = arr.Length;  **var** total = 1;  **for** (**int** i = 0; i < arr.Rank; i++) {  total \*= arr.GetLength(i);  }  System.Console.WriteLine("{0} равно {1}", arrayLength, total); *// 8 равно 8* |

* Получение количества строк и столбцов:

|  |
| --- |
| **int**[,] matrix = new **int**[,] { { 1, 2 }, { 3, 4 }, { 5, 6 }, { 7, 8 } };  **int** r=matrix.GetLength(0); *// строки*  **int** c=matrix.GetLength(1); *// столбцы* |

**Задания и лабораторные работы**

**Лабораторная работа 1.**  
    
**Выполнить:** Инициализируйте двумерный массив\* с именем arr2d заданными целочисленными значениями: ((1, 2); (3, 4); (5, 6)).  
**1)** Сначала выведите **все** элементы массива.  
**2)** После этого выведите следующие элементы в консоль (элементы для вывода отмечены синим цветом):

(1, 2)

(3, 4)

(5, 6)

\* Двумерный массив может называться *матрицей*.

**Пример выполнения:**

Массив:

1 2

3 4

5 6

1-й элемент = 3, 2-й элемент = 5

[Название проекта: Lesson\_10Lab1, название файла L10Lab1.cs]

 Алгоритм:

* Создайте новый проект с именем файла, как указано в задаче.
* Подключите следующую библиотеку, чтобы не печатать каждый раз название класса console:

using **static** System.Console;

* Чтобы объявить двумерный массив целочисленного типа с именем arr2d, мы можем использовать оператор int[,] arr2;. Сразу в этой же строке инициализируем массив значениями. Для этого добавьте следующий код в функцию Main:

**int**[,] arr2d= { {1, 2}, {3, 4}, {5, 6} };

Теперь у нас есть двумерный массив со значениями.

* Чтобы вывести все элементы массива, мы должны использовать вложенные циклы; внешний цикл должен перебирать строки, а внутренний цикл должен перебирать элементы в каждой строке. Внутри внутреннего цикла будем выводить значения элементов. Чтобы получить доступ к каждому элементу по его индексу, необходимо использовать счетчики цикла в качестве индексов элемента:

for (**int** i = 0; i < arr2d.GetLength(0); i++)

{

for (**int** j = 0; j < arr2d.GetLength(1); j++)

{

Console.Write($"{arr2d[i, j]} ");

}

Console.WriteLine();

}

Чтобы вывести значение конкретного элемента в окно консоли, нам нужно понять, в какой строке и столбце находится элемент. Обратите внимание, что индексы начинаются со значения 0. Итак, к элементу со значением **3** можно получить доступ как arr2[1,0] (где **1** — строка и **0** — столбец), а к элементу со значением **5** можно получить доступ так: arr2[2,0].

* Вывод элементов:

Console.WriteLine($"1-й элемент = {arr2d[1,0]}, 2-й элемент = {arr2d[2, 0]}");

* Запустите приложение еще раз и проверьте выходные данные.
* Поэкспериментируйте с различными значениями.
* Добавьте комментарий с текстом задачи и сохраните проект.

**Задание 1:**  
Приведены значения температуры воздуха за 4 дня; значения взяты с трех метеостанций, расположенных в разных регионах страны:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Station number** | **1-й день** | **2-й день** | **3-й день** | **4-й день** |
| 1 | -8 | -14 | -19 | -18 |
| 2 | 25 | 28 | 26 | 20 |
| 3 | 11 | 18 | 20 | 25 |

То есть в двумерном массиве это выглядело бы так:

|  |  |  |  |
| --- | --- | --- | --- |
| t[0,0]=-8; | t[0,1]=-14; | t[0,2]=-19; | t[0,3]=-18; |
| t[1,0]=25; | t[1,1]=28; | t[1,2]=26; | t[1,3]=20; |
| t[2,0]=11; | t[2,1]=18; | t[2,2]=20; | t[2,3]=25; |

**Указание:** Инициализация массива:

|  |
| --- |
| **int** [,] t = {  {-8,-14,-19,-18},  { 25,28, 26, 20},  { 11,18, 20, 25}  }; |

**Выполнить:**

1. Выведите значение температуры на **2-й** метеостанции в течение **4-го** дня и на **3-й** метеостанции в течение **1-го** дня (результат должен быть 20 и 11).
2. Выведите значения температуры **всех метеостанций** в течение **2-го** дня (необходим for цикла).
3. Выведите значения температуры **всех метеостанций** в течение всех дней.
4. Рассчитайте среднюю температуру на **3-й** метеостанции (необходим for цикла).
5. Выведите дни и номера метеостанций, где температура была в диапазоне **24**—**26** градусов.

**Пример вывода:**

1-е задание: 20 and 11

2-е задание: 25 28 26 20

3-е задание:

-8 -14 -19 -18

25 28 26 20

11 18 20 25

4-е задание: 18

5-е задание:

станция 1 день 0

станция 1 день 2

станция 2 день 3

[Название проекта: Lesson\_10Task1, название файла L10Task1.cs]

**Задание 2:**

**To do:** Вводятся элементы двумерного массива *2 х 3* ([2,3]). Посчитайте сумму элементов.  
     
**Указание 1:**Для объявления массива размерностью *2 х 3* используйте код:

**int**[,] arr=new **int**[2, 3];

**Указание 2:** Для ввода значений элементов массива и перебора элементов, воспользуйтесь вложенными циклами:

for (int i = 0; i < 2; i++)

{

for (int j = 0; j < 3; j++)

{

...

}

}

**Пример вывода:**

Введите 6 значений для матрицы 2 х 3

2

5

1

6

7

8

Матрица:

2 5 1

6 7 8

Сумма = 29

[Название проекта: Lesson\_10Task2, название файла L10Task2.cs]

**Задание 3:**

**Выполнить:** Вводятся элементы двумерного массива 4 х 3. Посчитайте количество положительных элементов.

**Пример вывода:**

Пожалуйста, введите значения матрицы 4 х 3

2 5 -1 6 7 8 1 8 6 -3 1 -6

Матрица:

2 5 -1

6 7 8

1 8 6

-3 1 -6

кол-во положительных = 9

[Название проекта: Lesson\_10Task3, название файла L10Task3.cs]

**Лабораторная работа 2. Использование функции Random**

**Выполнить:** Создайте метод FillMatrix для заполнения двумерного массива случайными числами в диапазоне от **-10** до **10**.

**Указание**: Заголовок функции FillMatrix должен быть таким:

|  |
| --- |
| FillMatrix(matrix, minValue, maxValue); |

**Пример выполнения:**

Введите кол-во строк:

3

Введите кол-во столбцов:

4

Массив:

-10 -7 -3 -4

-6 1 4 0

-5 -8 -1 -5

[Название проекта: Lesson\_10Lab2, название файла L10Lab2.cs]

 Алгоритм:

* Создайте новый проект с названием файла, которое указано в задании.
* Подключите следующую библиотеку чтобы не указывать название класса console:

using static System.Console;

* В функции Main добавьте код для того, чтобы попросить пользователя ввести количество строк и количество столбцов матрицы. Присвойте введенные значения переменным:

...

Console.WriteLine("введите кол-во строк");

**int** rows = int.Parse(ReadLine());

Console.WriteLine("введите кол-во столбцов");

**int** columns = int.Parse(ReadLine());

* Объявите матрицу:

**int**[,] matrix = **new int**[rows,columns];

* Инициализируйте значениями переменные для границ генерируемого диапазона:

**int** minValue=-10;

**int** maxValue=10;

Чтобы сделать программу более эффективной лучше использовать **ReSharper** (для инициализации метода):

* Вызовите метод FillMatrix в коде функции Main (несмотря на то, что мы еще ее не создали). В функцию Main() введите следующий код:

FillMatrix(matrix, minValue, maxValue);

* Название функции подчеркнуто. Если поднести курсор мыши, вы увидите изображение с желтой лампочкой. Значит, мы можем использовать *ReSharper comments*, щелкнув по лампочке (или Alt+Enter). Следует выбрать пункт *«Генерировать метод Program.FillMatrix»*.

![https://labs-org.ru/wp-content/uploads/895.png](data:image/png;base64,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)

* Заголовок функции есть в задании.
* Change the code:

FillMatrix(**int**[,] matrix, **int** minValue = -10, **int** maxValue = 10);

* Метод с тремя параметрами:

matrix — a declared matrix without initialization;  
minValue -устанавливать нижнюю границу для функции *Random*, значение по умолчанию — **-10**  
maxValue — устанавливать верхнюю границу для функции *Random*, значение по умолчанию **10**

* Внутри созданной функции установите генератор случайных чисел:

Random rand = new Random();

* Сгенерируйте значения для матрицы и присвойте их элементам (границы генерируемых чисел: от minValue до maxValue):

...

for (int i = 0; i < matrix.GetLength(0); i++)

{

for (int j = 0; j < matrix.GetLength(1); j++)

{

matrix[i, j] = rand.Next(minValue, maxValue);

Write(matrix[i, j].ToString().PadLeft(4));

}

WriteLine();

}

Обратите внимание, что matrix.GetLength(0) означает число столбцов, а matrix.GetLength(1)означает число столбцов.

Для прохода по элементам матрицы необходимо использовать вложенный цикл. Счетчики циклов должны быть разными переменными, можно использовать для их названий i и j. Метод GetLength(0) возвращает кол-во строк матрицы, метод GetLength(1) возвращает кол-во столбцов.

* Щелкните CTRL+a, CTRL+k, CTRL+F для форматирования вашего кода.
* Запустите программу.
* Добавьте комментарии. Загрузите файл L10Lab2.cs.

**Задание 4:**

**Выполнить:** Создайте метод FillMatrix для заполнения двумерного массива случайными числами от *-15* до *15*. Создайте еще один метод для нахождения минимального и максимального элементов массива (FindMinMaxArr).  
     
**Указание 1:**Сигнатура (заголовок) метода FindMinMaxArr должен быть таким:

private static **void** FindMinMaxArr(**int**[,] matrix, ref **int** min, ref **int** max)

**Указание 2:**Алгоритм поиска минимального и максимального элемента можно посмотреть в одном из прошлых уроков [Урок 5](https://labs-org.ru/c-sharp5/) -> *Лаб. раб. 4*.

**Пример вывода:**

введите кол-во строк

4

введите кол-во столбцов

5

Массив:

10 2 9 3 4

-3 -10 -14 -4 2

2 -9 11 3 -10

-1 -13 -5 -2 3

min = -14, max = 11

[Название проекта: Lesson\_10Task4, название файла L10Task4.cs]

**Лабораторная работа 3. Обмен определенных столбцов матрицы**

**Выполнить:** Создайте метод ChangeColumns для обмена определенных столбцов матрицы размера 3 х 4 (порядковые номера столбцов вводятся).

**Указание**: Помимо метода ChangeColumns необходимо создать метод FillMatrix для заполнения матрицы случайными числами, и метод PrintMatrix для вывода элементов матрицы.

**Пример вывода:**

Матрица:

-10 -7 -3 -4

-6 1 4 0

-5 -8 -1 -5

введите номера столбцов для обмена (первый столбец - 0-й):

1

2

Результирующая матрица:

-10 -3 -7 -4

-6 4 1 0

-5 -1 -8 -5

[Название проекта: Lesson\_10Lab3, название файла L10Lab3.cs]

 Fkujhbnv:

* Создайте новый проект и переименуйте главный файл согласно заданию.
* Необходимо создать матрицу с тремя строками и четырьмя столбцами. Объявите матрицу в функции Main:

int[,] matrix = **new** int[3, 4];

* Скопируйте код метода FillMatrix из *Лабораторной работы 2* и вставьте его в текущий проект. Или создайте метод заново. После этого у Вас будет код:

**static** void FillMatrix(int[,] matrix, int minValue = -10, int maxValue = 10) {

Random rand = new Random();

for (int i = 0; i < matrix.GetLength(0); i++)

{

for (int j = 0; j < matrix.GetLength(1); j++)

{

matrix[i, j] = rand.Next(minValue, maxValue);

}

}

}

* Создайте метод PrintMatrix для вывода элементов матрицы. Метод принимает один параметр — саму матрицу:

**static** void PrintMatrix(int[,] m)

{

for (int i = 0; i < m.GetLength(0); i++)

{

for (int j = 0; j < m.GetLength(1); j++)

{

Console.Write(m[i, j].ToString().PadLeft(4));

}

Console.WriteLine();

}

}

Чтобы выводить элементы с одинаковыми отступами построчно мы конвертировали их в строкой тип данных и использовали метод PadLeft для формирования одинаковых отступов слева.

* Затем в функции Main необходимо вызвать созданные методы: сначала — метод FillMatrix и затем — метод PrintMatrix.

...

FillMatrix(matrix);

Console.WriteLine("Матрица 3 x 4: ");

PrintMatrix(matrix);

* Затем необходимо ввести номера столбцов для обмена:

...

Console.WriteLine("введите номера столбцов для обмена (первый столбец - 0-й):");

int col1= int.**Parse**(Console.ReadLine());

int col2 = int.**Parse**(Console.ReadLine());

* Создайте метод ChangeColumns для обмена столбцов с указанными номерами:

static **void** ChangeColumns(int[,] matrix, int col1, int col2)

{

System.Diagnostics.Debug.Assert((col1 < matrix.GetLength(1)) && (col2 < matrix.GetLength(1)), "указанный номер столбца выходит за границы размерности массива!");

for (int i = 0; i < matrix.GetLength(0); i++)

{

int temp = matrix[i, col1];

matrix[i, col1] = matrix[i, col2];

matrix[i, col2] = temp;

// если используется Visual studio 2019:

// (matrix[i, col1], matrix[i, col2]) = (matrix[i, col2], matrix[i, col1]);

}

}

Счетчик i цикла проходится по строкам матрицы и в то же время каждый элемент col1 обменивается значениями с элементом col2 в каждой строке.

System.Diagnostics.Debug.Assert используется для того, чтобы вызвать исключение при вводе значения большего, чем кол-во столбцов матрицы.

* Вызовите метод в функции main. Затем вызовите метод PrintMatrix , чтобы увидеть результат:

...

ChangeColumns(matrix, col1, col2);

Console.WriteLine("The resulting matrix:");

PrintMatrix(matrix);

* Запустите программу, нажав горячие клавиши CTRL+F5.
* Загрузите файл L10Lab3.cs.

**Задание 5:**

**To do:** Создайте метод PlaceZero, который замещает некоторые элементы матрицы (5 х 5) нулями (0). Посмотрите на пример вывода, чтобы понять, какие элементы должны быть замещены нулями.  
     
**Указание 1:**Создайте методы для заполнения и вывода матрицы.  
**Указание 2:**Заголовок метода PlaceZero должен быть следующим:

|  |
| --- |
| **static** **void** PlaceZero(**int**[,] matrix) |

**Указание 3:**Для замены элементов нулями используйте циклы.  
    
**Пример вывода:**

Матрица:

10 2 9 3 6

3 10 14 4 8

2 9 11 3 2

1 13 5 2 7

12 3 11 4 5

Результирующая матрица:

0 0 0 0 0

0 10 14 4 0

0 9 11 3 0

0 13 5 2 0

0 0 0 0 0

[Название проекта: Lesson\_10Task5, название файла L10Task5.cs]

**Задание 6:**

**To do:** Создайте метод FindProductOfColumn для нахождения произведения элементов матрицы M-го столбца (матрица 3 х 4) (M вводится). M — это параметр out (вывода).

**Note**: Сигнатура метода FindProductOfColumn должна быть следующей:

|  |
| --- |
| **static** **void** FindProductOfColumn(**int**[,] matrix, **int** M,**out** **int** product) |

**Пример вывода:**

Матрица:

-10 -3 -7 -4

-6 4 1 0

-5 -1 -8 -5

Введите номер столбца (первый столбец - 0-й):

2

Произведение элементов 2-го столбца = -64

[Название проекта: Lesson\_10Task6, название файла L10Task6.cs]

**Главная и побочная диагонали**  
    
В алгебре **главная диагональ** матрицы A — это все элементы матрицы Ai,j**, для которых i=j**. Элементы вне главной диагонали обозначены нулями, а элементы главной диагонали обозначены красными единицами:  
![https://labs-org.ru/wp-content/uploads/499.png](data:image/png;base64,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)  
**Побочная диагональ** матрицы B размерности N — это элементы Bi,j, для которых i+j=N+1 для всех 1<=i,j<=N. Но если i и j начинаются с **нуля**, то формула будет i+j=N-1:  
![https://labs-org.ru/wp-content/uploads/250-1.png](data:image/png;base64,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)

**Лабораторная работа 4. Работа с диагоналями матрицы**

**Выполнить:** Создайте квадратную матрицу *M*-х-*M* (значение M вводится). Посчитайте сумму элементов побочной диагонали матрицы.

**Примерный вывод:**

Введите размерность матрицы:

3

Матрица 3-х-3:

10 -7 -3

6 1 4

5 -8 -1

сумма элементов побочной диагонали = 3

[Название проекта: Lesson\_10Lab4, название файла L10Lab4.cs]

 Алгоритм:

* Создайте новый проект и измените название главного файла согласно заданию.
* Попросите пользователя ввести размерность матрицы и присвойте введенное значение переменной M:

Console.WriteLine("Введите размерность матрицы:");

int M = int.**Parse**(Console.ReadLine());

* Мы собираемся создать матрицу размерностью M-х-M. Объявите матрицу в коде функции Main:

int[,] matrix = **new** int[M, M];

* Скопируйте код метода FillMatrix с предыдущей лабораторной работы и вставьте его до или после функции Main.
* Скопируйте код метода PrintMatrix и также вставьте его после метода FillMatrix.
* Создайте метод AntidiagonalSum, который будет суммировать элементы побочной диагонали матрицы.

**static** int AntidiagonalSum(int[,] matrix)

{

...

}

* Вспомним, что для индексов элементов побочной диагонали следует использовать формулу: i+j=M-1. Для прохода по элементам матрицы будем использовать вложенные циклы:

...

int sum = 0;

for (int i = 0; i < matrix.GetLength(0); i++)

{

for (int j = 0; j < matrix.GetLength(1); j++)

{

if ((i+j == M-1)

{

sum+ = matrix[i,j];

}

}

}

* Метод должен возвратить значение суммы, поэтому будем использовать ключевое слово return:

...

return sum;

* Вызовите метод внутри функции Main:

int result = AntidiagonalSum(matrix);

Console.WriteLine($"сумма элементов побочной диагонали = {result}");

* Запустите программу без отладки (CTRL+F5) и проверьте результат.
* Добавьте комментарий с заданием и загрузите главный файл.

**Задание 7:**

**Выполнить:** Create square matrix *M*-by-*M* (M is inputted). Calculate a product of its elements within a main diagonal.

**Указание**: a main diagonal elements are such as i=j.

**Примерный вывод:**

Введите размерность матрицы:

3

Матрица 3-х-3:

10 -7 -3

6 1 4

5 -8 -1

Произведение элементов главной диагонали = -10

[Название проекта: Lesson\_10Task7, название файла L10Task7.cs]

**ДОПОЛНИТЕЛЬНЫЕ ЗАДАНИЯ**

**Доп. задание 1:**

**Выполнить:** Запрашиваются натуральные M и N. Создайте метод FillMatrix для заполнения матрицы размерностью M-х-N; все элементы J-го столбца вычисляются по формуле X\*J (J - номер столбца, J = 1, ..., N), а X - число - аргумент метода.  
    
**Указание:** заголовок метода должен быть следующим:

|  |
| --- |
| **static** **int**[,] FillMatrix(**int** M, **int** N, **int** X) |

**Примерный вывод:**

введите кол-во строк:

3

введите кол-во столбцов:

4

Введите значение множителя (аргумента):

3

Матрица 3-х-3:

3 6 9 12

3 6 9 12

3 6 9 12

[Название проекта: Lesson\_10ExTask1, название файла L10ExTask1.cs]

**Доп. задание 2:**

**Выполнить:** Даны две матрицы одинаковой размерности (необходимо создать метод для заполнения матриц случайными числами). Посчитайте сумму элементов матрицы, используйте для этого еще одну матрицу.  
    
**Указание:** Заголовок метода:

|  |
| --- |
| **static** **int**[,] SumMat(**int**[,] a, **int**[,] b) |

**Примерный вывод:**

Matrix 1:

-3 8 3

-9 -6 4

6 4 -2

Matrix 2:

4 -4 1

-5 1 -1

4 8 -10

Result matrix:

1 4 4

-14 -5 3

10 12 -12

[Название проекта: Lesson\_10ExTask2, название файла L10ExTask2.cs]